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Sometimes a good idea comes to you when you are not looking for it.

— KARY B. MULLIS

1 Introduction

This paper proposes to improve user access to the const versions of C++ container iterator s
and reverse_iterator s.

This proposal was initially motivated by an example that arose in conjunction with the pro-
posals for decltype /auto [JSGS03, JS03, JS04]. Intended primarily to demonstrate the con-
venience aspect of the proposed new use for the auto keyword, that example exhibited such
looping code as:

1 // Listing 1
2 vector <MyType> v;
3 // fill v ...
4 for( auto it = v. begin (); it != v. end (); ++ it ) {
5 // use * it ...
6 }

In that context, the simple auto would replace today’s rather unwieldy equivalent:
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1 // Listing 2
2 vector <MyType> v;
3 // fill v ...
4 typedef vector <MyType>:: iterator iter ;
5 for( iter it = v. begin (); it != v. end (); ++ it ) {
6 // use * it ...
7 }

However, when a container traversal is intended for inspection only, it is a generally preferred
practice1 to use a const_iterator in order to permit the compiler to diagnose const -correctness
violations:

1 // Listing 3
2 vector <MyType> v;
3 // fill v ...
4 typedef vector <MyType>:: const_iterator c_iter ;
5 for( c_iter it = v. begin (), end = v. end (); it != end ; ++ it ) {
6 f ( * it ); // error if f takes its argument by non- const reference
7 * it = g(); // always an error
8 }

If a formulation such as shown above more clearly expresses the programmer’s intent, there
ought to be a way to obtain such expression using the more convenient auto as proposed. Alas,
we find no straightforward way of doing so at the moment.

We initially felt that this counterexample demonstrated a weakness in the proposed use of
auto . Upon further reflection, we now realize that the counterexample more likely demonstrates
a weakness (i.e., an omission) in the iterators portion of the interfaces to today’s standard con-
tainers [ISO03, Clause 23]. In particular, unless a container has been declared const , there is
today no means of directly obtaining a const_iterator via a call to its begin member.

Representative workarounds in common use today include (1) a const_cast of the container
before calling begin , or (2) a (possibly implicit) static_cast of the iterator that results from
such a call to begin :

1 // Listing 4
2 typedef vector <MyType> vect ;
3 typedef vect :: const_iterator c_iter ;
4 vect v;
5 // alternatives:
6 c_iter it = const_cast< vect const &>( v). begin (); // 1
7 c_iter it = static_cast< c_iter >( v. begin () ); // 2 (explicit)
8 c_iter it = v. begin (); // 2 (implicit)

Of these workaround alternatives, the implicit cast seems generally preferred by programmers.
We postulate that this is due to the (deliberately) inconvenient syntax of modern C++ casts. We
believe that programmers today lack a convenient means of directly expressing the use of a
const_iterator in such contexts as we have described, and that the decltype /auto proposals
would exacerbate such an omission from C++0X.

It is not only in connection with the decltype /auto proposals that this omission manifests.
Indeed, every input iterator argument to a generic nonmodifying algorithm (such as those in
Clause 25, section [lib.alg.nonmodifying], and elsewhere) provides another context in which pro-
grammers might reasonably prefer to provide an instance of a const_iterator rather than of
an iterator . The accumulate algorithm provides one common example:

1 As Herb Sutter succinctly exhorts, “Be const correct. In particular, use const_iterator when you are not modi-
fying the contents of a container” [Sut05, p. 8].
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1 // Listing 5
2 vector <double> v;
3 // fill v ...
4 cout << accumulate ( v. begin (), v. end (), 0.0 );

The const -correctness aspect of type-safety would argue that it would be safer, in this example,
to employ const_iterator s than the iterator s actually used above.2

A second illustration focuses on a user error in the context of the for_each algorithm:

1 // Listing 6
2 void reset ( double & d ) { d = 0.0; }
3 void resee ( double d ) { cout << ’ ’ << d; }
4 vector <double> v;
5 // fill v ...
6 for_each ( v. begin (), v. end (), reset ); // oops: resee intended

Such erroneous code is today typically not caught at compile-time. Were const_iterator s
furnished instead of iterator s, contemporary compilers would routinely diagnose this form
of erroneous usage. However, as noted previously, it is currently at best inconvenient for a
programmer to obtain a const_iterator from a non-const container.

2 Proposal

We believe that the C++ standard library should provide support, absent from C++03, so that
a programmer can directly obtain a const_iterator from even a non-const container. We
therefore propose to augment C++ containers’ interfaces with new (member) functions cbegin
and cend , and with analogous (member) functions crbegin and crend :

1 // Listing 7
2 const_iterator cbegin () const;
3 const_iterator cend () const;

5 const_reverse_iterator crbegin () const;
6 const_reverse_iterator crend () const;

3 Design alternatives

We believe that the desired functionality can be provided via either of two basic approaches.
The alternatives are not mutually exclusive and, in fact, both could be adopted. (However, in
Section 4 we provide proposed wording for our preferred Alternative 1 only.)

Additionally, either alternative could, in theory, replace the const overloads of the extant
container member functions begin , end , rbegin , and rend . This is because the proposed func-
tions would subsume these overloads’ functionality. However, in order to preserve backwards
compatibility, we prefer to retain all present forms of these member functions (although we are
open to the possibility of deprecating their const overloads).

2 Indeed, it has been (emphatically!) argued to us that the standard library should diagnose the use of iterators-to-
non-const in the context of calls to standard nonmutating algorithms. We suggest to revisit this notion should C++0X
be augmented with some form of concept-checking for template arguments.
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3.1 Alternative 1: new container member functions

This first alternative proposes to augment each standard library container template with four
new member functions (cbegin , cend , crbegin , and crend ) as described above. This would
permit user code of the form:

1 // Listing 8
2 vector <MyType> v;
3 // fill v ...
4 for( auto it = v. cbegin (), end = v. cend (); it != end ; ++ it ) {
5 // use * it ...
6 }

We find such code very appealing, for it makes clear to a reader that the loop is non-mutating
with respect to the container being traversed.

We also note that use of these proposed member functions in an inappropriate context such
as the earlier:

1 // Listing 9
2 void reset ( double & d ) { d = 0.0; }
3 void resee ( double d ) { cout << ’ ’ << d; }
4 vector <double> v;
5 // fill v ...
6 for_each ( v. cbegin (), v. cend (), reset ); // oops: resee intended

would now yield a compile-time diagnostic as desired.

3.2 Alternative 2: new generic adapter templates

This second alternative proposes to augment the standard library with four new function tem-
plates (cbegin , cend , crbegin , and crend ) to provide a common interface to all containers. For
example, a generic cbegin adapter might be implemented via a generic function such as:

1 // Listing 10
2 template< class C >
3 inline
4 typename C:: const_iterator cbegin ( C const & c ) {
5 return c. begin ();
6 }

Availability of such adaptors would lead to client code of the form:

1 // Listing 11
2 vector <MyType> v;
3 // fill v ...
4 for( auto it = cbegin ( v), end = cend ( v); it != end ; ++ it ) {
5 // use * it ...
6 }

While this generic adapter alternative seems quite straightforward, we nonetheless favor the
member function approach as proposed above. It seems more in keeping with current C++
programming idioms, such as the parallel use of rbegin as a container member function rather
than as a generic adapter.

We note that this generic adapter approach permits overloading so as to enable its use in
connection with native arrays:
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1 // Listing 12
2 template< class T, size_t N >
3 inline
4 T const * cend ( T const (& a)[ N] ) {
5 return a + N;
6 }

Whether this provides an advantage or a drawback is a matter of viewpoint. However, should this
Alternative 2 be selected, then we would additionally propose, for consistency, to provide similar
generic adapters for today’s member functions begin , end , rbegin , and rend .

4 Proposed wording

The following few additions constitute the necessary changes to standardize our recommended
proposal (Alternative 1 above) with respect to C++03. Because analogous additions would be de-
sirable for homogeneous sequential containers3 that might in the future be adopted into C++0X,
we intend that approval of the present proposal constitute authorization for the Project Editor to
make such additions at the appropriate time.

4.1 Container requirements

Add the following two new rows to Table 65—Container requirements in Clause 23, section
[lib.container.requirements]:

expression return type assertion/note . . . complexity

a.cbegin(); const_iterator const_cast<X const &>(X).begin(); constant

a.cend(); const_iterator const_cast<X const &>(X).end(); constant

4.2 Reversible container requirements

Add the following two new rows to Table 66—Reversible container requirements in Clause 23,
section [lib.container.requirements]:

expression return type assertion/note . . . complexity

a.crbegin(); const_reverse_iterator const_cast<X const &>(X).rbegin(); constant

a.crend(); const_reverse_iterator const_cast<X const &>(X).rend(); constant

4.3 Synopses

Add the following four declarations to the iterators part of Clause 21, section [lib.basic.string], as
well as to the iterators parts of Clause 23, sections [lib.deque], [lib.list], [lib.vector], [lib.vector.bool],
[lib.map], [lib.multimap], [lib.set], and [lib.multiset]:

const_iterator cbegin() const;
const_iterator cend() const;
const_reverse_iterator crbegin() const;
const_reverse_iterator crend() const;

3 For example, the unordered associative containers and fixed size arrays in [Aus04].
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5 Summary and conclusion

This paper has described the utility of container begin and end variations whose return types
are always const_iterator s, independent of a container’s const ness. The paper has presented
use cases based on today’s C++03 as well as on the significant C++0X decltype /auto proposals.

Two means of providing such missing functionality have been described herein: per-container
member functions and generic adapter functions. In order to maintain parallelism with existing
approaches, the former mechanism was recommended.

Finally, this paper has proposed wording consistent with that recommendation. We respect-
fully urge the C++ standards bodies to consider our proposals in a time frame consistent with
that of the forthcoming C++0X standard.
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